FCFS ------------------->

#include<iostream>

#define max 20

using namespace std;

int main()

{

    int j,n,Burst\_time[max],Waiting\_time[max],Turn\_around\_time[max],Arrival\_time[max],Completion\_time[max];

    int Process\_ID[max];

    float Avg\_turn\_around\_time=0,Avg\_waiting\_time=0;

    cout<<"Enter the number of process: ";

    cin>>n;

    for (int i = 0; i<n; i++)

    {

        Process\_ID[i] = i + 1;

        cout<<"Enter the Burst time for process "<<i+1<<" :";

        cin>>Burst\_time[i];

        cout<<"Enter the Arrival time for process "<<i+1<<" :";

        cin>>Arrival\_time[i];

    }

    for (int i = 0; i < n; i++) {

        for (int j = i + 1; j < n; j++) {

            if (Arrival\_time[i] > Arrival\_time[j]) {

                swap(Arrival\_time[i], Arrival\_time[j]);

                swap(Burst\_time[i], Burst\_time[j]);

                swap(Process\_ID[i], Process\_ID[j]);

            }

        }

    }

    Completion\_time[0]=Arrival\_time[0];

    for(int i=0;i<n;i++)

    {

        Turn\_around\_time[i]=0;

        Waiting\_time[i]=0;

        Completion\_time[i+1]=Completion\_time[i]+Burst\_time[i];

        Turn\_around\_time[i]=Completion\_time[i+1]-Arrival\_time[i];

        Waiting\_time[i]=Turn\_around\_time[i]-Burst\_time[i];

        Avg\_waiting\_time=Avg\_waiting\_time+Waiting\_time[i];

        Avg\_turn\_around\_time=Avg\_turn\_around\_time+Turn\_around\_time[i];

    }

    cout<<"GANTT-CHART"<<endl;

    cout<<endl;

    cout<<"|";

    for(int i=0;i<n;i++)

    {

        cout<<"   "<<Process\_ID[i]<<"   |";

    }

    cout<<endl;

    for(int i=0;i<=n;i++)

    {

        cout<<Completion\_time[i]<<"\t";

    }

    cout<<endl;

    cout<<endl<<"TURN-AROUND TIME "<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Turn-around time of process "<<i+1<<"= "<<Turn\_around\_time[i]<<" msec"<<endl;

    }

    Avg\_turn\_around\_time=Avg\_turn\_around\_time/n;

    cout<<"Average Turn-around time of = "<<Avg\_turn\_around\_time<<" msec"<<endl;

    cout<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Waiting time of "<<i+1<<"= "<<Waiting\_time[i]<<" msec"<<endl;

    }

    Avg\_waiting\_time=Avg\_waiting\_time/n;

    cout<<"Average Waiting time of = "<<Avg\_waiting\_time<<" msec"<<endl;

    return 0;

}

Output --------------------->

Enter the number of process: 4

Enter the Burst time for process 1 :5

Enter the Arrival time for process 1 :0

Enter the Burst time for process 2 :3

Enter the Arrival time for process 2 :1

Enter the Burst time for process 3 :8

Enter the Arrival time for process 3 :2

Enter the Burst time for process 4 :6

Enter the Arrival time for process 4 :3

GANTT-CHART

| p1 | p2 | p3 | p4 |

0 5 8 16 22

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAigAAABjCAYAAACxDfsDAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABDbSURBVHhe7d0tWBtZ/8bx+/mLYECBAQMqGFCDSVbAY6CCrCCYUNHUgEkQpAYeERClhiAaDBhSARiCIAjALBUFQ0xBLJgFsSCWmqViicl/ZjKUl4aXkADT7fdzXXmZk0MXfjvX5M45Zyb/yZsEAP9mOwm1vV5QaHZbsVanDYCrEVAAAIDr/J/zCAAA4BoEFAAA4DoEFAAA4DoEFAAA4DoEFAAA4DoEFAAA4DoVP814c35EH9Kbyh5+Nbc8qm3p0Kv+fvX5mwodLtlLBfRy6th81qLh5ZSCDYX2c5lom8a2zCctw9pOBQuN5y5f16A+o+iLMVldbxWa1farg/v3LeOCCVmzDjPf6lCtRsOvYP+Q+ow6+3X7b1Nc28mAvX2F87f54qtKBgr9z91Vs/OfvaK6UYY/qP6hPjn/eemkhJpx4QgAwBOr2AjK2V5KYX+bBifXnTdlS05fdtc1OdirxI7TdMlW+ljeUEid2lV668BpLWI3ofHsmbPhckdrinW0aeBKHb7qMGvWYWBMmROn6YHuXbPLvh4quz6pgV+jyhw5bQAAuJk1glK2v1bzEZ+RNwxfPhRfzH/+8x/nhXz+n7/+yH+aG87PfXYazn2eyPuMUH7xj7/zq0Pmz4YWnRcuLEesf3MoP2S9PrTqtDrMnzcMIz9x/d+1/LWcj5ivGUVfvKaUvnf553P+fY/1Oxv5nmJ1mJ3Ir/5V2Lb/tshyYeM652+LLDudz92jZkV/9u/f88vxHrvdd9PfWck6AABQpoqMoGRnxrSVkxpD05ofDaq1ocp5Raqqa5K/b1x912YJdtbTytV3KthUI6PDJ+2nlS46INCgYF+PPB9nlNpzmlzqdCOlD4eSp/Ot0sXqEI6p6+qMTUnuX7NrapoV6A/LMJ/mDu456gIAwDMqP6CcbWptyUwnnh6NRO6/VmE9nVN90HyTNdX5OuXTvtLZ4m+eNUZQ/fWHmklnnRZ32lz5aN57FevvKjRUWCk1+04up1P7ice+BwDAzcoPKMfH2rUeO/wyzgcMrAWYbW1qu3S7sgZlJ6F0zqMOo7mwXRdQR4u0n9oobF/TqmZ19/uUW0qVvYbjMe3aK04NBb9fD1zc1tiVGn27XV/kaimxZpedHWWVHE2YccajzqDfaQUAwL3KDyinB+Ybn6m21t68j2wmrZwneOVbRY2A1ww76Runceo6w+rxbGlm5RnmeawzY4oFiWjG6fD4Sq3Z1tiLb7/nL78O6IOZIr2vpjXeUeP0AADAvSqwBsVTmDQ4K0wg2MxP98ntbW2bt9V4YUrim7Os1lZy8nR3OA0FTUZQXh0rvXVDAKky1Bdr0fHMB21c+k/90Hxxu0bf3WZDTgfHQ2v2Ta26J5Y1H+V0YQDAj6H8gFLvtRdfasseR7nT2e6azPda5ZYGro5G9L6zR2KO0zdfmaOpM6T23LpS6098rmxrrHiQuHYNkyavdZ+938LVEjykZtY1VOzf8bc5DftOtfJmQImdH+RUbQDAT6/8gFLXZa+F0PGMRtbuXiCyu7Yi8732ZrdM86imS+FQvXZT69q79R95Hi2d9eb9vlIVXsxbXs2aFYwPy6dDLYxMiYwCAPgRVGCKR+ru75HHfAtd/9+ARtNXr8j2NXfprdWZqlDnxPejEdZtLqL6O6YsWkNhtZhhKL3mvnfa5u5+MwiYeWEhqr7RjPZOLn7Hs5MDbaYSukeGu6oCNbOm3CKRRusXU2KFK7UBANyvIgGlyj+i2UiLGVIOtfLu9ZVpiN53F6MJZ9k1WWckd3bak0Lfaw6rw2MNCNxyAfaGoMw8pKWlJafBRcwgMDzRrUYzrO2vjOnli1++1eGXF70anDq4fSSkiIrUzNQciqnH7LebSGmTURQAgMtVJKBYmsMprS2+15D5RtpY7TR6auU1OvUqPmuffZLdsEJFu9qNm88k6Qza77a3XpTNH+yXNZniRg0do0qvTmu4p13eWnv5cKEO7SHFZ+O69tU6d6pUzcwUqf5hn7WQRYmF2zoCAPD8Kv5lgQAAAOWq2AgKAABApRBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6xBQAACA6zxKQEm0tSmaOXG2UGnU93FR38dFfR8X9cW/BSMoAADAdQgoAADAdQgoAADAdQgoJTjYTCna5VdbW1RM8VZWdn5EYbu2bWrrCCqWWNPeqfMiynJ6sKn5kbC6/GZtzfr6u/qo72M5yihq7cPWLbHjNAJ4CALKPeykxxXuaFPv4JS2vuScVlTEyYZGg20amFzX7nltvx7q48L/9DKc1M5ZoQkPN9M7qMn1XZ2XN/dln/o+klR0TFsejzzONoCHI6Dc4XQtptfvlrSb86o7PqEhw3kBlVHXIaPZp8j7RW1vb9u3T8vv1dNovnb4QQtbfMwvV60voveLqxf1XZ3TsM98CzXru77vdELZdhJBTR02KjI+LA4TQPl+zoCyk1BbW0CpPfMDfHZeI+Eu+c+nFlJZp1NBjT+gUHdcc2vzGg10qIaPRncrob6WwHhSYX+TsyVVNfgVi/XYz9ezB/YjLimxvuFkWP6mOmfLrG9ds7pDneYzPukXVWJ9LWfmz4wuHMsXN/flFqcRQFl+4hGUY2Wnovp1YFLru19kj35bUwtTAwpaR6ZzNR2KjQbUXONs457uWd87GN5a5xmuenh9z442lUisyOMbVrTVacQ1JdT3zKznwIKOfXElAw1OI4By/dRTPFtbW6q3RkdWPxWGvhfjske+p9LaZG6+bOXUN7uxYt63qNPggH+TUuq7k2grLNw0b7/8OqisMaHNZMB5FcXct75rb95oqTak5ESX0wKgEn7qgNISmVPaGh2pq7K3q5oCisW85rMVZZmbL9tD63uUierNkuSLjytIPrlROfvv4dIbdcTSzhaKuU99rX11bKteofGIjEI3ABXyUweUVqPZeXahqcla3pYrDOmiLA+p78nmuKJj5ifX0DTD5Xcopb6tscICWXskYHVO8W6vch/fyT9efE0F7lHfo4zeWftqZFyxVtIJUGk/dUAp5uyMuZ3HdFt9jzIx9Q6uqOrVtNIxFkc8xH32X2uRbGB0XtZgQG5pw2nFfVyu70l2XVvm4+HUy2/TZ/btxZjdroXXTlvC2gJQIgLKNbv22gevmlgU+yhuqm822ade89NoU2RW81FO0nyoUvZfj9XHw3k8peD4ADydnzqgnH65ejnYnfmYYks5yRdS8OKsVzzQfeu7NhrUwIcj+eKLSoW/H1ZHceXsv9nUgBJZqbHfOt0YxdxV37pA8tu02ZXbalw+6wdCs05bzP55AKX5T97kPK8Y6+u+D+KrSgYurr3gKtZ1Dl4vOBvXeHyKLyb1bfnDSUbR8yHbG4Rmt/WUMxL/pvqeZKJ6MXZbdanvd0rZf2/pW93+VhuJpz/z5F9V32LOjxlWQHmGqUrX1xe4J6Z4HJ5ar9pDbzW3dsfBBw9CfR/XvevrqZW3vUfD08vPEk5+VOy/wDOwRlAqbcIw8pHlv5wtF/o8kTfM33His7P9g6G+j4v6Pi7q+7hcX1/gnhhBAQAArkNAAQAArkNAAQAArvMoZ/EAAACUgxEUAADgOgQUAADgOgQUAADgOgQUAADgOgQUAADgOgQUAADgOhU9zfgkO6/J5Adt7H5RTtVqbA+oPxpRV1OV0wMPZX0B2A1fX/bkX6b3b5WdH9FMelPZw6/2dnWjIX+wX+N9hr2N8h1sppQYm9HWF0Px1aRu+z6704NNZWY+aCW7o/0vObuNff1m1v6b/LChXatW1Y1qD/Srv79LzTVOh0tK6Qs8l4oFlIN0WH3vds1gcl2jeVCZNw8qhJRyEFAe13yfX5P73++9Fk/nhDbHO5wtPMROelyJ5JJ2C9nP5Ls1oGwm+vRmYf+74wn7ehEnGxodeKOVQ2f7ssZXmp2P6tvht5S+wHOzAkrZ/ljMvzKMvNE+lF/8/W+nMZ//fTGS91ntPbNOCx7K+gIw40f99jK32y58OVzP209OQ8E/f37Kv+0x624M53+72K1Ror9Xh+z6Gr5QPr78W36u36ppJH/T99n9Pttj92/vn8gvf/7TacVtlocj+dlPfzhbl/ddIz98bectpS/wnCqyBmUnndCu6hVKjCt4aYywOZhUvN18cphWaq/QBrjN2dmZ/djacXUqp6rBrw7703q1PB67CQ9Q4w8o1B3X3Nq8RgMdqrmtlqdrmpk6lMcX18Z0TIHWBucF3CYwnlTY3+RsFfbdWKzHfr6ePbAfz5XSF3hOFQko+9mcVB9UzLg6NriXGddC1np2rOz+id0GuE2VEdCrRmllsEsDqc1C4+me1hJhvVnxyBcPy8+w98PVdCg2GrjX+obT7Ed9ND/s9EcCTgvKZXhrnWd3K6Uv8NgqElAO9s271otEbi2EG+ho08uxiznnrf3jwhM83MJrtbW12beOYJ9iiYx2yH3lq2pVNDWrIUPKTg0Wavzfl/pfpkr908tKBvgU/1QOdjbMe5+aqjY1PxJWl7+wv/u7whqZtz/t4J6yGyvmfYs6jbv331L6Ak+lcqcZ19bYZ/GM9PnVOzil7FePvNaw7tywebhBpX093NfHhTG9/rVPyZ3CFAXKUNOqZl+zqp1N29c9be0RrJ9UzloWu6Q3vYOaXN+Vc/KOcl92tT45IP+IFWBwl6NMVG+WzKgXH1fwjsxRSl/gKVUuoCwM6MXApNb3JW/nkKZXzU9A1rBubWHCmTn88sS2t7V96fZpdVFvQ155cvv6kLA+/aAcmahfA1M7arBC9W+ftDwdkVH9VdnJ1womdpxeeBrmhxvrGLL828X+vvxePY1mUFlPKX3kdENRJ5vjio5tqT40fefoXyl9gadWkYBSW194rDYier+4pvnxPhnnpw+an/S3zAfD63RCRVTVNakrFlPQ2thlYVs5jtJhjW3lzIN0shCqa6rUYIQ1nZlWyNxtDxdGWOT9pIKKWceQhotFKxcLOXd18KXQhu8dZWLqHVxR1atppe84H7uUvsBzqEhAafVZwyP1CkRC8jddXQm3uZY27+tlNN1yRSY8zNmZTq3Heha2lePLwa55X69g97ULstUY6g5awfpYB8d2pfHIar3W/4Os9opk7twpyeQ22WSfese21BSZ1Xz09osLltIXeC4VCSgtgaB5eD/Wwug7ZfYuDuR7aWtuMyf5+hVudhpREScHm0paF1wyn7eEuYhYWez5x2NtrFxdhHl2lNXKhrUGpV5N9Vxi8yk0GJ1q0b6mRpPKHl2srTrZS2tk7KP5/6pHHV6nEd+sjQY18OFIvviiUnccbEvpCzynil1JdicR1OuFIpcn9PgUX0yK6c0ynGQUfTFmT5Vd19g9ofQoAaUsR2Z9e836Xr9sqaMxNMsQeDlu2X/PXb5C7I3HEq5KXdRJJqoXY7dV96K+pfQFnlvFFsm2xtKaextSe6NzHoSnVi32QjfCScVVN8rofKW3c78RTiqhIaDk8qzioXZ5nUXd1sXZGs1P80PvFwknT6zYscTbHtH7ZcIJ8DOp6JcFAgAAVELlTjMGAACoEAIKAABwHQIKAABwHQIKAABwHQIKAABwGen/ASRd2GA52Mi4AAAAAElFTkSuQmCC)

TURN-AROUND TIME

Turn-around time of process 1= 5 msec

Turn-around time of process 2= 7 msec

Turn-around time of process 3= 14 msec

Turn-around time of process 4= 19 msec

Average Turn-around time of = 11.25 msec

Waiting time of 1= 0 msec

Waiting time of 2= 4 msec

Waiting time of 3= 6 msec

Waiting time of 4= 13 msec

Average Waiting time of = 5.75 msec

Priority ------------------>

#include<iostream>

#define max 20

using namespace std;

int main()

{

    struct process

    {

        int id,Burst\_time,Waiting\_time,Turn\_around\_time,Arrival\_time,ST,CT,priority;

    }p[20];

    int n,i=0,current\_time=0,completion\_time=0,completed=0,is\_comp[max],min\_index=-1;

    float Avg\_turn\_around\_time=0,Avg\_waiting\_time=0;

    cout<<"Enter the number of process: ";

    cin>>n;

    for (int i = 0; i<n; i++)

    {

        p[i].id=i+1;

        cout<<"Enter the Burst time for process "<<i+1<<" :";

        cin>>p[i].Burst\_time;

        cout<<"Enter the Arrival time for process "<<i+1<<" :";

        cin>>p[i].Arrival\_time;

        cout<<"Enter the Priority of process "<<i+1<<" :";

        cin>>p[i].priority;

        is\_comp[i]=0;

    }

    cout<<endl<<"GANTT-CHART"<<endl;

    while(completed!=n)

    {

        int min=-1;

        for (int i = 0; i <n; i++)

        {

            if (p[i].Arrival\_time<=current\_time && is\_comp[i]==0)

            {

                if (p[i].priority>min)

                {

                    min=p[i].priority;

                    min\_index=i;

                }

                if (p[i].priority==min)

                {

                    if (p[i].Arrival\_time<p[min\_index].Arrival\_time)

                    {

                        min=p[i].priority;

                        min\_index=i;

                    }

                }

            }

        }

        if(min\_index==-1)

        {

            current\_time++;

        }

        else

        {

            p[min\_index].ST=current\_time;

            p[i].CT=p[min\_index].ST+p[min\_index].Burst\_time;

            p[min\_index].Turn\_around\_time=p[i].CT-p[min\_index].Arrival\_time;

            p[min\_index].Waiting\_time=p[min\_index].Turn\_around\_time-p[min\_index].Burst\_time;

            is\_comp[min\_index]=1;

            Avg\_turn\_around\_time+=p[min\_index].Turn\_around\_time;

            Avg\_waiting\_time+=p[min\_index].Waiting\_time;

            current\_time=p[i].CT;

            i++;

            completed++;

            cout<<"|   P"<<p[min\_index].id<<"\t";

        }

    }

    cout<<"|";

    cout<<endl<<"0\t";

    for (int i = 0; i <n; i++)

    {

        cout<<p[i].CT<<"\t";

    }

    cout<<endl<<"\nTURN-AROUND TIME "<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Turn-around time of process "<<i+1<<"= "<<p[i].Turn\_around\_time<<" msec"<<endl;

    }

    Avg\_turn\_around\_time=Avg\_turn\_around\_time/n;

    cout<<"Average Turn-around time of = "<<Avg\_turn\_around\_time<<" msec"<<endl;

    cout<<endl;

    cout<<endl<<"WAITING TIME "<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Waiting time of "<<i+1<<"= "<<p[i].Waiting\_time<<" msec"<<endl;

    }

    Avg\_waiting\_time=Avg\_waiting\_time/n;

    cout<<"Average Waiting time of = "<<Avg\_waiting\_time<<" msec"<<endl;

    return 0;

}

Output -------------------------->

Enter the number of process: 4

Enter the Burst time for process 1 :5

Enter the Arrival time for process 1 :0

Enter the Priority of process 1 :1

Enter the Burst time for process 2 :3

Enter the Arrival time for process 2 :1

Enter the Priority of process 2 :2

Enter the Burst time for process 3 :8

Enter the Arrival time for process 3 :2

Enter the Priority of process 3 :1

Enter the Burst time for process 4 :6

Enter the Arrival time for process 4 :3

Enter the Priority of process 4 :3
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TURN-AROUND TIME

Turn-around time of process 1= 5 msec

Turn-around time of process 2= 13 msec

Turn-around time of process 3= 20 msec

Turn-around time of process 4= 8 msec

Average Turn-around time of = 11.5 msec

WAITING TIME

Waiting time of 1= 0 msec

Waiting time of 2= 10 msec

Waiting time of 3= 12 msec

Waiting time of 4= 2 msec

Average Waiting time of = 6 msec

SJF ---------------->

#include <iostream>

#include <string>

#include <algorithm>

using namespace std;

void SJF\_preemptive(int n, int burst\_time[], string p[], int arrival\_time[]) {

    int finish\_time[10] = {0};

    int turnaround\_time[10] = {0};

    int waiting\_time[10] = {0};

    int remaining\_time[10];

    copy(burst\_time, burst\_time + n, remaining\_time);

    float avg\_turnaround\_time = 0, avg\_waiting\_time = 0;

    int current\_time = 0;

    int completed = 0;

    int exe\_ord[10],curr\_time[10],exe\_ind=0;

    while (completed < n) {

        int shortest\_job = -1;

        int shortest\_time = INT\_MAX;

        for (int i = 0; i < n; i++) {

            if (arrival\_time[i] <= current\_time && remaining\_time[i] < shortest\_time && remaining\_time[i] > 0) {

                shortest\_job = i;

                shortest\_time = remaining\_time[i];

            }

        }

        if(shortest\_job != exe\_ord[exe\_ind-1]){

            exe\_ord[exe\_ind]=shortest\_job;

            curr\_time[exe\_ind] = current\_time;

            exe\_ind++;

        }

        if (shortest\_job == -1) {

            current\_time++;

        } else {

            remaining\_time[shortest\_job]--;

            current\_time++;

            if (remaining\_time[shortest\_job] == 0) {

                completed++;

                finish\_time[shortest\_job] = current\_time;

                turnaround\_time[shortest\_job] = finish\_time[shortest\_job] - arrival\_time[shortest\_job];

                waiting\_time[shortest\_job] = turnaround\_time[shortest\_job] - burst\_time[shortest\_job];

            }

        }

    }

    cout<<"GANTT-CHART"<<endl;

    for (int i = 0; i <exe\_ind; i++)

    {

        cout<<"|   P"<<exe\_ord[i]<<"\t";

    }

    cout<<"|"<<endl;

    for (int i = 0; i < exe\_ind; i++)

    {

        cout<<curr\_time[i]<<"\t";

    }

    cout<<current\_time<<endl;

    for (int i = 0; i < n; i++) {

        avg\_turnaround\_time += turnaround\_time[i];

        avg\_waiting\_time += waiting\_time[i];

    }

    avg\_turnaround\_time /= n;

    avg\_waiting\_time /= n;

    cout << "\nGANTT CHART" << endl;

    for (int i = 0; i < n; i++) {

        cout << "Turnaround time of " << p[i] << " = " << turnaround\_time[i] << " msec" << endl;

    }

    cout << "\nAVERAGE TURNAROUND TIME = " << avg\_turnaround\_time << " msec" << endl;

    cout << "\nWAITING TIME" << endl;

    for (int i = 0; i < n; i++) {

        cout << "Waiting time of P" <<p[i] << " = " << waiting\_time[i] << " msec" << endl;

    }

    cout << "\nAVERAGE WAITING TIME = " << avg\_waiting\_time << " msec" << endl;

}

int main() {

    int n;

    cout << "Enter the number of processes: ";

    cin >> n;

    int burst\_time[10];

    int arrival\_time[10];

    string p[10];

    for (int i = 0; i < n; i++) {

        p[i]=i+1;

        cout << "Enter the Burst time: ";

        cin >> burst\_time[i];

        cout << "Enter the Arrival time: ";

        cin >> arrival\_time[i];

    }

    SJF\_preemptive(n, burst\_time, p, arrival\_time);

    return 0;

}

Output ---------------------->

Enter the number of processes: 5

Enter the Burst time: 3

Enter the Arrival time: 0

Enter the Burst time: 5

Enter the Arrival time: 1

Enter the Burst time: 2

Enter the Arrival time: 3

Enter the Burst time: 5

Enter the Arrival time: 9

Enter the Burst time: 5

Enter the Arrival time: 12

GANTT-CHART

| P0 | P2 | P1 | P3 | P4 |

0 3 5 10 15 20

![](data:image/png;base64,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)

GANTT CHART

Turnaround time of P1 = 3 msec

Turnaround time of P2 = 9 msec

Turnaround time of P3 = 2 msec

Turnaround time of P4 = 6 msec

Turnaround time of P5 = 8 msec

AVERAGE TURNAROUND TIME = 5.6 msec

WAITING TIME

Waiting time of P1 = 0 msec

Waiting time of P2 = 4 msec

Waiting time of P3 = 0 msec

Waiting time of P4 = 1 msec

Waiting time of P5 = 3 msec

Round Robin ------------------->

#include<iostream>

#define max 20

using namespace std;

int main()

{

    struct process

    {

        int id,Burst\_time,Waiting\_time,Turn\_around\_time,Arrival\_time,Completion\_time=0;

    }p[20];

    int n,time\_quantum,k=0,min\_ind,completed=0,exe\_ind=0,cur\_time=0,exe\_ord[max],remaining\_time[max],current\_time[max];

    float Avg\_turn\_around\_time=0,Avg\_waiting\_time=0;

    cout<<"Enter the number of process: ";

    cin>>n;

    cout<<"Enter the time quantum: ";

    cin>>time\_quantum;

    for (int i = 0; i<n; i++)

    {

        p[i].id=i;

        cout<<"Enter the Burst time for process "<<i<<" :";

        cin>>p[i].Burst\_time;

        remaining\_time[i]=p[i].Burst\_time;

        cout<<"Enter the Arrival time for process "<<i<<" :";

        cin>>p[i].Arrival\_time;

    }

    while(completed<n)

    {

        current\_time[0]=0;

        for(int i=0;i<n;i++)

        {

            if (remaining\_time[i]>0 && p[i].Arrival\_time<=cur\_time)

            {

                int time=min(time\_quantum,remaining\_time[i]);

                remaining\_time[i]-=time;

                cur\_time+=time;

                exe\_ord[exe\_ind]=i;

                current\_time[exe\_ind+1]=cur\_time;

                exe\_ind++;

                if (remaining\_time[i]==0)

                {

                    completed++;

                    p[i].Completion\_time=cur\_time;

                    p[i].Turn\_around\_time=p[i].Completion\_time-p[i].Arrival\_time;

                    p[i].Waiting\_time=p[i].Turn\_around\_time-p[i].Burst\_time;

                    Avg\_turn\_around\_time+=p[i].Turn\_around\_time;

                    Avg\_waiting\_time+=p[i].Waiting\_time;

                }

            }

        }

    }

    cout<<"GANTT-CHART"<<endl;

    for (int i = 0; i <exe\_ind; i++)

    {

        cout<<"|   P"<<p[exe\_ord[i]].id<<"\t";

    }

    cout<<"|"<<endl;

    for (int i = 0; i <= exe\_ind; i++)

    {

        cout<<current\_time[i]<<"\t";

    }

    cout<<endl;

    cout<<endl<<"\nTURN-AROUND TIME "<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Turn-around time of process "<<i+1<<"= "<<p[i].Turn\_around\_time<<" msec"<<endl;

    }

    Avg\_turn\_around\_time=Avg\_turn\_around\_time/n;

    cout<<"Average Turn-around time = "<<Avg\_turn\_around\_time<<" msec"<<endl;

    cout<<endl;

    cout<<endl<<"WAITING TIME "<<endl;

    for (int i = 0; i<n; i++)

    {

        cout<<"Waiting time of "<<i+1<<"= "<<p[i].Waiting\_time<<" msec"<<endl;

    }

    Avg\_waiting\_time=Avg\_waiting\_time/n;

    cout<<"Average Waiting time = "<<Avg\_waiting\_time<<" msec"<<endl;

    return 0;

}

output ----------------------------->

Enter the number of process: 6

Enter the time quantum: 5

Enter the Burst time for process 0 :7

Enter the Arrival time for process 0 :0

Enter the Burst time for process 1 :4

Enter the Arrival time for process 1 :1

Enter the Burst time for process 2 :15

Enter the Arrival time for process 2 :2

Enter the Burst time for process 3 :11

Enter the Arrival time for process 3 :3

Enter the Burst time for process 4 :20

Enter the Arrival time for process 4 :4

Enter the Burst time for process 5 :9

Enter the Arrival time for process 5 :4

GANTT-CHART

| P0 | P1 | P2 | P3 | P4 | P5 | P0 | P2 | P3 | P4 | P5 | P2 | P3 | P4 | P4 |

0 5 9 14 19 24 29 31 36 41 46 50 55 56 61 66
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TURN-AROUND TIME

Turn-around time of process 1= 31 msec

Turn-around time of process 2= 8 msec

Turn-around time of process 3= 53 msec

Turn-around time of process 4= 53 msec

Turn-around time of process 5= 62 msec

Turn-around time of process 6= 46 msec

Average Turn-around time = 42.1667 msec

WAITING TIME

Waiting time of 1= 24 msec

Waiting time of 2= 4 msec

Waiting time of 3= 38 msec

Waiting time of 4= 42 msec

Waiting time of 5= 42 msec

Waiting time of 6= 37 msec

Average Waiting time = 31.1667 msec

B1.java

import java.io.\*;

import java.util.\*;

class B1 {

    static {

         System.loadLibrary("b1");

    }

    private native int add(int a, int b);

    public static void main(String[] args) {

    Scanner sc=new Scanner(System.in);

    int a, b,ch;

    System.out.println("\nEnter value of a : ");

    a = sc.nextInt();

    System.out.println("\nEnter value of b : ");

    b = sc.nextInt();

    do

    {

        System.out.println("\nENTER YOUR CHOICE : ");

        ch = sc.nextInt();

        switch(ch)

        {

            case 1 : new B1().add(a,b);

                 break;

            default : System.out.println("Your choice is wrong.");

        }

    }while(ch<2);

     }

 }

B1.c

#include <jni.h>

#include <stdio.h>

#include "B1.h"

JNIEXPORT int JNICALL Java\_B1\_add(JNIEnv \*env, jobject obj, jint a, jint b)

{

    printf("\n%d + %d = %d\n",a,b,(a+b));

    return 0;

}

Output ---------------------->

Steps to execute the program -------------------->

javac -h . B1.java

(base) admin1@408-21:~$ javac B1.java

(base) admin1@408-21:~$ javah B1

(base) admin1@408-21:~$ gcc -fPIC -I"$JAVA\_HOME/include" -I"$JAVA\_HOME/include/linux" -shared -o libb1.so B1.c

(base) admin1@408-21:~$ java -Djava.library.path=. B1

Enter value of a :

2

Enter value of b :

3

ENTER YOUR CHOICE :

1

2 + 3 = 5

ENTER YOUR CHOICE :

First Fit ------------->

#include <iostream>

using namespace std;

void firstFit(int blockSize[], int m,

            int processSize[], int n)

{

    int allocation[n];

    for (int i = 0; i < n; i++)

        allocation[i] = -1;

    for (int i = 0; i < n; i++)

    {

        for (int j = 0; j < m; j++)

        {

            if (blockSize[j] >= processSize[i])

            {

                allocation[i] = j;

                blockSize[j] -= processSize[i];

                break;

            }

        }

    }

    cout << "\nProcess No.\tProcess Size\tBlock no.\n";

    for (int i = 0; i < n; i++)

    {

        cout << " P" << i+1 << "\t\t"

            << processSize[i] << "\t\t";

        if (allocation[i] != -1)

            cout << allocation[i] + 1;

        else

            cout << "Not Allocated";

        cout << endl;

    }

}

int main()

{

       int m;

       cout << "Enter the size of the blockSize array: ";

       cin >> m;

       int blockSize[m];

       for (int i = 0; i < m; i++) {

              cout << "Enter the value for blockSize[" << i << "]: ";

              cin >> blockSize[i];

       }

       int n;

       cout << "Enter the size of the processSize array: ";

       cin >> n;

       int processSize[n];

       for (int i = 0; i < n; i++) {

              cout << "Enter the value for processSize[" << i+1 << "]: ";

              cin >> processSize[i];

       }

        firstFit(blockSize, m, processSize, n);

        return 0 ;

}

output ---------------------->

Enter the size of the blockSize array: 5

Enter the value for blockSize[0]: 100

Enter the value for blockSize[1]: 500

Enter the value for blockSize[2]: 200

Enter the value for blockSize[3]: 300

Enter the value for blockSize[4]: 600

Enter the size of the processSize array: 3

Enter the value for processSize[1]: 212

Enter the value for processSize[2]: 417

Enter the value for processSize[3]: 426

Process No. Process Size Block no.

P1 212 2

P2 417 5

P3 426 Not Allocated

Worst fit ------------>

#include <iostream>

using namespace std;

void worstFit(int blockSize[], int m, int processSize[], int n)

{

    int allocation[n];

    for (int i = 0; i < n; i++)

        allocation[i] = -1;

    for (int i=0; i<n; i++)

    {

        int wstIdx = -1;

        for (int j=0; j<m; j++)

        {

            if (blockSize[j] >= processSize[i])

            {

                if (wstIdx == -1 || blockSize[wstIdx] < blockSize[j])

                    wstIdx = j;

            }

        }

        if (wstIdx != -1)

        {

            allocation[i] = wstIdx;

            blockSize[wstIdx] -= processSize[i];

        }

    }

    cout << "\nProcess No.\tProcess Size\tBlock no.\n";

    for (int i = 0; i < n; i++)

    {

        cout << " P" << i+1 << "\t\t" << processSize[i] << "\t\t";

        if (allocation[i] != -1)

            cout << allocation[i] + 1;

        else

            cout << "Not Allocated";

        cout << endl;

    }

}

int main()

{

       int m;

       cout << "Enter the size of the blockSize array: ";

       cin >> m;

       int blockSize[m];

       for (int i = 0; i < m; i++) {

              cout << "Enter the value for blockSize[" << i << "]: ";

              cin >> blockSize[i];

       }

       int n;

       cout << "Enter the size of the processSize array: ";

       cin >> n;

       int processSize[n];

       for (int i = 0; i < n; i++) {

              cout << "Enter the value for processSize[" << i+1 << "]: ";

              cin >> processSize[i];

       }

        worstFit(blockSize, m, processSize, n);

        return 0 ;

}

Output ------------------->

Enter the size of the blockSize array: 5

Enter the value for blockSize[0]: 100

Enter the value for blockSize[1]: 500

Enter the value for blockSize[2]: 200

Enter the value for blockSize[3]: 300

Enter the value for blockSize[4]: 600

Enter the size of the processSize array: 3

Enter the value for processSize[1]: 212

Enter the value for processSize[2]: 417

Enter the value for processSize[3]: 426

Process No. Process Size Block no.

P1 212 5

P2 417 2

P3 426 Not Allocated

Next\_fit ----------------->

#include <iostream>

using namespace std;

void NextFit(int blockSize[], int m, int processSize[], int n)

{

    int allocation[n], j = 0, t = m - 1;

    for (int i = 0; i < n; i++)

        allocation[i] = -1;

    for(int i = 0; i < n; i++){

        while (j < m){

            if(blockSize[j] >= processSize[i]){

                allocation[i] = j;

                blockSize[j] -= processSize[i];

                t = (j - 1) % m;

                break;

            }

            if (t == j){

                t = (j - 1) % m;

                break;

            }

            j = (j + 1) % m;

        }

    }

    cout << "\nProcess No.\tProcess Size\tBlock no.\n";

    for (int i = 0; i < n; i++) {

        cout << " P" << i + 1 << "\t\t" << processSize[i]

            << "\t\t";

        if (allocation[i] != -1)

            cout << allocation[i] + 1;

        else

            cout << "Not Allocated";

        cout << endl;

    }

}

int main()

{

       int m;

       cout << "Enter the size of the blockSize array: ";

       cin >> m;

       int blockSize[m];

       for (int i = 0; i < m; i++) {

              cout << "Enter the value for blockSize[" << i << "]: ";

              cin >> blockSize[i];

       }

       int n;

       cout << "Enter the size of the processSize array: ";

       cin >> n;

       int processSize[n];

       for (int i = 0; i < n; i++) {

              cout << "Enter the value for processSize[" << i+1 << "]: ";

              cin >> processSize[i];

       }

        NextFit(blockSize, m, processSize, n);

        return 0;

}

output ------------------>

Enter the size of the blockSize array: 5

Enter the value for blockSize[0]: 100

Enter the value for blockSize[1]: 500

Enter the value for blockSize[2]: 200

Enter the value for blockSize[3]: 300

Enter the value for blockSize[4]: 600

Enter the size of the processSize array: 3

Enter the value for processSize[1]: 212

Enter the value for processSize[2]: 417

Enter the value for processSize[3]: 426

Process No. Process Size Block no.

P1 212 2

P2 417 5

P3 426 Not Allocated

Best\_fit --------------------->

#include<iostream>

using namespace std;

void bestFit(int blockSize[], int m, int processSize[], int n)

{

    int allocation[n] ;

    for (int i = 0; i < n; i++)

        allocation[i] = -1;

    for (int i = 0; i < n; i++)

    {

        int bestIdx = -1;

        for (int j = 0; j < m; j++)

        {

            if (blockSize[j] >= processSize[i])

            {

                if (bestIdx == -1 || blockSize[bestIdx] > blockSize[j])

                    bestIdx = j;

            }

        }

        if (bestIdx != -1)

        {

            allocation[i] = bestIdx;

            blockSize[bestIdx] -= processSize[i];

        }

    }

    cout << "\nProcess No.\tProcess Size\tBlock no.\n";

    for (int i = 0; i < n; i++)

    {

        cout << " P" << i+1 << "\t\t" << processSize[i] << "\t\t";

        if (allocation[i] != -1)

            cout << allocation[i] + 1;

        else

            cout << "Not Allocated";

        cout << endl;

    }

}

int main()

{

       int m;

       cout << "Enter the size of the blockSize array: ";

       cin >> m;

       int blockSize[m];

       for (int i = 0; i < m; i++) {

              cout << "Enter the value for blockSize[" << i << "]: ";

              cin >> blockSize[i];

       }

       int n;

       cout << "Enter the size of the processSize array: ";

       cin >> n;

       int processSize[n];

       for (int i = 0; i < n; i++) {

              cout << "Enter the value for processSize[" << i+1 << "]: ";

              cin >> processSize[i];

       }

        bestFit(blockSize, m, processSize, n);

        return 0 ;

}

Output ------------------>

Enter the size of the blockSize array: 5

Enter the value for blockSize[0]: 100

Enter the value for blockSize[1]: 500

Enter the value for blockSize[2]: 200

Enter the value for blockSize[3]: 300

Enter the value for blockSize[4]: 600

Enter the size of the processSize array: 3

Enter the value for processSize[1]: 212

Enter the value for processSize[2]: 417

Enter the value for processSize[3]: 426

Process No. Process Size Block no.

P1 212 4

P2 417 2

P3 426 5

Semaphore ---------------->

#include <iostream>

#include <thread>

#include <mutex>

#include <condition\_variable>

#include <queue>

#include <chrono>

using namespace std;

const int BUFFER\_SIZE = 5;

mutex mtx;

condition\_variable buffer\_not\_full, buffer\_not\_empty;

queue<int> buffer;

void producer() {

    int item;

    cout << "Enter the item to produce: ";

    cin >> item;

    unique\_lock<mutex> lock(mtx);

    if (buffer.size() >= BUFFER\_SIZE) {

        cout << "Buffer is full. Producer is waiting." << endl;

        // Introduce a timeout

        if (buffer\_not\_full.wait\_for(lock, chrono::seconds(4)) == cv\_status::timeout) {

            cout << "Timeout: Buffer is still full." << endl;

        }

    }

    if (buffer.size() < BUFFER\_SIZE) {

        buffer.push(item);

        cout << "Produced: " << item << endl;

        lock.unlock();

        buffer\_not\_empty.notify\_one();

    }

}

void consumer() {

    unique\_lock<mutex> lock(mtx);

    if (buffer.empty()) {

        cout << "Buffer is empty. Consumer is waiting." << endl;

        // Introduce a timeout

        if (buffer\_not\_empty.wait\_for(lock, chrono::seconds(4)) == cv\_status::timeout) {

            cout << "Timeout: Buffer is still empty." << endl;

        }

    }

    if (!buffer.empty()) {

        int item = buffer.front();

        buffer.pop();

        cout << "Consumed: " << item << endl;

        lock.unlock();

        buffer\_not\_full.notify\_one();

    }

}

int main() {

    while (true) {

        int choice;

        cout << "Menu:" << endl;

        cout << "1. Producer" << endl;

        cout << "2. Consumer" << endl;

        cout << "3. Exit" << endl;

        cout << "Enter your choice: ";

        cin >> choice;

        switch (choice) {

            case 1:

                producer();

                break;

            case 2:

                consumer();

                break;

            case 3:

                return 0;

            default:

                cout << "Invalid choice. Please try again." << endl;

                break;

        }

    }

}

Output --------------------->

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 2

Buffer is empty. Consumer is waiting.

Timeout: Buffer is still empty.

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 100

Produced: 100

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 200

Produced: 200

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 300

Produced: 300

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 400

Produced: 400

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 500

Produced: 500

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 600

Buffer is full. Producer is waiting.

Timeout: Buffer is still full.

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 2

Consumed: 100

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice: 1

Enter the item to produce: 600

Produced: 600

Menu:

1. Producer

2. Consumer

3. Exit

Enter your choice:3